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ABSTRACT

Decentralized learning offers a promising approach to crowdsource computational
workloads across geographically distributed compute interconnected through peer-
to-peer networks, accommodating the exponentially increasing compute demands
in the era of large models. However, the absence of proper incentives in locally con-
nected decentralized networks poses significant risks of free riding and malicious
behaviors. Data influence, which ensures fair attribution of data source contribu-
tions, holds great potential for establishing effective incentive mechanisms. Despite
the importance, little effort has been made to analyze data influence in decentral-
ized scenarios, due to non-trivial challenges arising from the distributed nature
and the localized connections inherent in decentralized networks. To overcome
this fundamental challenge, we propose DICE, the first framework to systemati-
cally define and estimate Data Influence CascadEs in decentralized environments.
DICE establishes a new perspective on influence measurement, seamlessly inte-
grating self-level and community-level contributions to capture how data influence
cascades implicitly through networks via communication. Theoretically, the frame-
work derives tractable approximations of influence cascades over arbitrary neighbor
hops, uncovering for the first time that data influence in decentralized learning is
shaped by a synergistic interplay of data, communication topology, and the curva-
ture information of optimization landscapes. By bridging theoretical insights with
practical applications, DICE lays the foundations for incentivized decentralized
learning, including selecting suitable collaborators and identifying malicious be-
haviors. We envision DICE will catalyze the development of scalable, autonomous,
and reciprocal decentralized learning ecosystems.

1 INTRODUCTION

Machine learning has made remarkable progress in the past a few years, driven primarily by large
language models (LLMs) such as GPT-4 (Achiam et al., 2023), Llama 3 (Dubey et al., 2024), Claude
3 (Anthropic, 2024) and Gemini 1.5 (Reid et al., 2024), which have surpassed human performance on
several key benchmarks (Maslej et al., 2024). Compute scaling, highlighted by Ho et al. (2024) as
central to these gains, is forecasted by Epoch AI to grow four to fivefold annually in cutting-edge
models (Sevilla & Roldán, 2024). This exponential growth in computational demands necessitates
substantial financial investments; for example, training OpenAI’s GPT-4 requires approximately $78
million in compute costs (Maslej et al., 2024). Such exorbitant expenses are far beyond the reach
of most individuals and academic institutions, resulting in a concentration of access to the most
advanced frontier models within a small set of well-funded large corporations.

Currently, large-scale training and inference processes are primarily conducted within luxury data
centers. Decentralized training, inspired by swarm intelligence (Bonabeau et al., 1999; Surowiecki,
2004; Mavrovouniotis et al., 2017), offers cost-efficient alternative by crowdsourcing computational
workload with geographically distributed edge compute (Yuan et al., 2022; Borzunov et al., 2023).
One notable example of decentralized computing’s substantial computational potential is the Bitcoin
system, whose instantaneous 16 GW power consumption (CCAF, 2023) triples the estimated 5 GW
of the world’s largest planned GPU cluster (Gardizy & Efrati, 2024).

Despite the advantage, the absence of a central authority complicating coordination among partic-
ipants. Additionally, contributing to decentralized training involves non-negligible costs for edge
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users, prompting a natural question: why are edge users willing to participate in the decentralized
training process? Game theory insights suggest that with appropriate incentives, even self-interested
individuals can contribute to a system that achieves socially desirable outcomes (Nisan et al., 2007).
To fully leverage the computational potential of decentralized swarms, incentive mechanisms akin
to those in the Bitcoin system are essential to ensure fair compensation for contributors1. A critical
component of these incentive mechanisms is the accurate quantification of individual contributions,
or proof of work, which is necessary to foster “benign collaboration” among decentralized swarms
without centralized governance. Therefore, the fundamental question arises:

Fundamental question: How to quantify individual contributions in decentralized learning?

Addressing this question establishes the foundation for promoting valuable contributions and discour-
aging free-riding and malicious behaviors, which are critical to a collaborative decentralized learning
environment based on reciprocity (Gouldner, 1960; Fehr & Gächter, 2000).

With the ever-growing demand for high-quality data in modern machine learning (Hoffmann et al.,
2022; Penedo et al., 2023; Li et al., 2023; Longpre et al., 2024; Villalobos et al., 2024), the influence
of data plays an increasingly important role (Sorscher et al., 2022; Grosse et al., 2023; Xia et al.,
2024). It ensures fair attribution of data source contributions, which is pivotal in establishing effective
incentive mechanisms. Besides serving as an incentive, data influence has been extensively applied in
various machine learning domains, including few-shot learning (Park et al., 2021), dataset pruning
(Sorscher et al., 2022; Yang et al., 2023), distillation (Loo et al., 2023), fairness improving (Li &
Liu, 2022), machine unlearning (Guo et al., 2020; Sekhari et al., 2021), explainability (Koh & Liang,
2017; Han et al., 2020; Grosse et al., 2023), as well as training-set attacks (Demontis et al., 2019;
Jagielski et al., 2021) and defenses (Hammoudeh & Lowd, 2022).

Despite its importance, understanding and measuring data influence in fully decentralized environ-
ments remains largely untouched. Unlike centralized scenarios, where data influence is confined
to a single model and can be statically analyzed after training, decentralized learning involves col-
laborative training among multiple participants connected via localized communication. In these
settings, the influence of a single data instance impacts its local model and propagates to neighbors
and even higher-order neighbors through iterative parameter exchange—a phenomenon we term the
cascading effect. Unfortunately, existing data influence estimators tailored for centralized settings
cannot characterize such dynamic transmission of data influence without significant modifications.

To address these challenges, we propose DICE (Data Influence CascadE), the first framework for
systematically defining and estimating data influence in decentralized learning environments. We
summarize our major contributions as follows:

• Conceptual contributions: DICE introduces the concept of a ground-truth data influence for
decentralized learning, seamlessly integrating direct and indirect contributions to capture influence
propagation across multiple hops during training.

• Theoretical contributions: Building on this foundation, we derive tractable approximations of
ground-truth DICE for an arbitrary number of neighbor hops, establishing a foundational framework
to systematically characterize the flow of influence across decentralized networks. These theoretical
results uncover, for the first time, that data influence in decentralized learning extends beyond the
data itself and the local model, as seen in centralized training. Instead, it is a joint product of three
critical factors: the original data, the topological importance of the data keeper, and the curvature
information of intermediate nodes mediating propagation. This dependency highlights the intricate
interplay between data quality, network structure, and the optimization landscape, deepening our
understanding of data influence and its pivotal role in shaping decentralized learning outcomes.

In our vision, we anticipate that the DICE framework will pave the way for novel incentive mechanism
designs and the establishment of an economic framework for decentralized learning, including
data and parameter markets. DICE also hold great potential to address critical challenges such as
identifying new suitable collaborators, and detecting free-riders and malicious behaviors, under the
constraints of limited local communication. We envision these impactful applications may contribute
to the practical realization of scalable, autonomous, and reciprocal decentralized learning ecosystems.

1In this paper, the terms contributor, node, agent and participant interchangeably refer to an edge individual.
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Figure 1: Visualization of influence cascades during decentralized trainingg with ResNet-18 on
CIFAR-10 under a designed communication matrix (see Figure D.22). The thickness of edges
represents the strength of communication links (i.e., weights in W ), while node sizes correspond to
the one-hop DICE-E influence scores (see Proposition 1) computed for the same data batch across
different participants. The differences in node sizes underscore how the identical data exerts varying
influences depending on the node where it is stored, highlighting the critical role of topology in
shaping data influence within decentralized learning.

2 RELATED WORK

Data Influence Estimation. Data influence quantifies the contribution of training data to model
predictions (Chen et al., 2024; Ilyas et al., 2024). Data influence estimators are broadly categorized
into static and dynamic approaches2. Specifically, static approaches include both retraining-based and
one-point methods. Retraining-based methods, such as leave-one-out (Cook, 1977), Shapley value
(Shapley, 1953), and Datamodels (Ilyas et al., 2022), assess data influence by retraining the model on
(subsets of) the training data. These methods offer a conceptually straightforward computation of
data influence and are grounded in strong theoretical foundations, but they are often computationally
expensive due to the requirement for retraining.

In contrast, one-point influence methods approximate the effect of retraining using a single trained
model. A well-established one-point method is the canonical influence function (Koh & Liang,
2017), developed from statistics (Hampel, 1974; Chatterjee et al., 1982), which examines how
infinitesimal perturbations of a training example affect the empirical risk minimizers (ERM) (Vapnik
& Chervonenkis, 1974). The influence function has been extended to incorporate higher-order
information (Basu et al., 2020) and scaled for larger models (Guo et al., 2021; Schioppa et al., 2022),
including LLMs (Grosse et al., 2023). While these static influence measures have elegant theoretical
foundations, they are limited in characterizing how training data influences the training process.

Alternatively, dynamic methods enhance influence estimation by considering the evolution of model
parameters across training iterations (Charpiat et al., 2019). Notable examples in this category include
TracIn (Pruthi et al., 2020) and In-Run Data Shapley (Wang et al., 2024), which track the influence
of training data points by averaging gradient similarities over time. The practicality of dynamic
influence estimators is demonstrated by their applications in improving training processes in modern
setups (Xia et al., 2024). Recently, Nickl et al. (2023) adopt a novel memory-perturbation equation

2Typically, data influence estimators are classified as retraining-based and gradient-based methods (Hammoudeh &
Lowd, 2024). For enhanced logical coherence in this paper, we group retraining-based methods and one-point gradient-based
techniques under the static category. This classification does not contradict conventional categorizations.
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framework to derive dynamic influence estimation of model trained under different centralized
optimization algorithms, including SGD, RMSprop and Adam.

However, the existing static and dynamic influence estimation methods primarily target centralized
scenarios, and little progress has been made in analyzing data influence in fully decentralized
environments. To the best of our knowledge, the only closely related work is by Terashita &
Hara (2022), who proposed a decentralized hyper-gradient method and provided novel insights on
applying hyper-gradients to compute a centralized formulation of data influence. Nevertheless, their
estimation method is static and cannot capture data cascades arising from gossip communication
during decentralized training. In contrast, our framework, DICE, is specifically designed for fully
decentralized environments, allowing it to provide a fine-grained characterization of the unique
influence cascades inherent in these settings.

Incentivized Decentralized Learning. Most existing incentive mechanisms for collaborative learning
are designed for federated learning (Zeng et al., 2021). For instance, Wang et al. (2023) propose
an Incentive Collaboration Learning (ICL) framework to promote collaboration. Their focus is on
mechanism design rather than the precise quantification of individual contributions. In contrast, our
work lays the foundation for such incentive mechanisms by accurately measuring individual-level
contributions. In federated learning, the Shapley value has been effectively utilized to quantify
participant contributions (Jia et al., 2019; Ghorbani & Zou, 2019; Wang et al., 2019; 2020). Our
approach differs fundamentally in two key aspects: first, we focus on fully decentralized settings
without central servers, although our framework supports federated learning scenarios; second, our
work considers influence cascades between participants, an completely new perspective that has
not been explored in existing literature. Regrading decentralized learning, we are only aware of the
work by Yu et al. (2023) presenting a blockchain-based incentive mechanism for fully decentralized
learning. However, their mechanism relies on smart contracts and differs from our focus.

3 NOTATIONS AND PRELIMINARIES

This section introduces notations and essential preliminaries for decentralized learning. For more
detailed background, please refer to Appendix A.1.

Setup. In the context of crowdsourcing workload, we consider a general distributed optimization
problem over a connected graph G = (V, E), where V represents the set of participants and E denotes
the communication links between them. The participants collaboratively minimize a weighted sum of
local objectives (T. Dinh et al., 2020; Hanzely & Richtárik, 2020; Even et al., 2024):

min
θ={θk∈Rd}k∈V

[
l(θ) ≜

∑
k∈V

qklk(θk)

]
, (1)

where qk ≥ 0 with
∑

k∈V qk = 1, and each local objective lk(θk) = Ezk∼Dk
[L(θk; zk)] is

defined by the expectation over the local data distribution Dk. Empirical risk minimization involves
optimizing the sample average approximation:

l̂(θ) =
∑
k∈V

qk l̂k(θk) where l̂k(θk) =
1

nk

nk∑
i=1

L(θk; zki
). (2)

Here, nk is the number of samples in participant k, and {zki
}nk
i=1 are drawn from Dk.

Decentralized learning aims to minimize the global objective l(θ) =
∑

k∈V qklk(θk) with only
local computations and gossip communications among neighboring participants (Xiao & Boyd,
2004; Nedic & Ozdaglar, 2009). The communication protocol is governed by a weighted adjacency
matrix W ∈ [0, 1]n×n, where Wk,j ≥ 0 represents the strength of connection from participant
j to participant k, with Wk,j > 0 if (k, j) ∈ E . This matrix characterizes the communication
topology, defining how information propagates through the network. In this paper, W is designed to
be row-stochastic, satisfying

∑n
j=1 Wk,j = 1 for all i ∈ V3.

3The weighted adjacency matrix W is typically assumed to be doubly-stochastic. The row-stochastic assumption is
weaker, yet the convergence of decentralized SGD is still guaranteed (Yuan et al., 2019; Xin et al., 2019).
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Decentralized stochastic gradient descent (Yuan et al., 2016; Lian et al., 2017; Koloskova et al., 2020)
is an standard implementation of decentralized training, which alternates between performing local
stochastic gradient steps and aggregating parameters through gossips, as shown below:

Algorithm 1 Decentralized Stochastic Gradient Descent (Decentralized SGD)

Require: G = (V, E), W ∈ [0, 1]n×n, {θ0
k}k∈V , learning rates {ηt}Tt=1, mini-batch {Btk}Tk∈V,t=1

1: for t = 1 to T do in parallel for all participants k ∈ V
2: Mini-batch gradient update: θt+ 1

2

k ← θt
k − 1

|Bt
k|
∑

z∈Bt
k
∇L(θt

k; z)

3: Information sharing: Send θ
t+ 1

2

k and ηt

|Bt
k|
∑

z∈Bt
k
∇L(θt

k; z) to {l ∈ V|Wl,k > 0}4

4: Gossip averaging from in-neighbors: θt+1
k ←

∑
j∈Nin(k)

W t
k,jθ

t+ 1
2

j

End for

Remark 1. The weighted adjacency matrix in Algorithm 1 can vary across iterations, resulting in
time-varying collaborations among participants. Additionally, FedAVG (McMahan et al., 2017) is a
special case of Algorithm 1 where the averaging step is performed globally. This demonstrates that
our framework accommodates decentralized learning with dynamic communication topologies and is
applicable to both federated and decentralized learning paradigms, even though the primary focus is
on fully decentralized learning without central servers.

4 DATA INFLUENCE CASCADES

In this section, we introduce DICE, a comprehensive framework for measuring data influence in
decentralized environments. Subsection 4.1 introduces the ground-truth influence measures designed
for decentralized learning and Subsection 4.2 provides their dynamic gradient-based estimations.

4.1 GROUND-TRUTH INFLUENCE IN DECENTRALIZED LEARNING

To ensure a logical and coherent flow, we first introduce the fundamental concepts of data influence
in centralized settings and then discuss the significant challenges involved in extending these ideas to
decentralized environments. In conventional centralized setups, the influence of an individual data
instance can be assessed by evaluating the counterfactual change in learning performance through
leave-one-out retraining (LOO) (Cook, 1977), defined as follows:

Definition 1 (Leave-one-out Influence).

ILOO(z, z
′) =L(θ∗; z′)− L(θ∗

\z; z
′), (3)

where z denotes the training data instance under influence assessment, z′ is the loss-evaluating
instance, θ∗ and θ∗

\z are the models trained on the entire dataset S and S \ {z}, respectively.

Intuitively, Equation (3) quantifies the influence of z by its individual impact on test loss reduction.
A smaller LOO value indicates a significant contribution to learning, which aligns with the concept
that the data influence is reflected in its ability to enhance model performance. LOO influence is
often considered as the “gold standard” for evaluating how well influence estimators approximate the
ground-truth influence in the data influence literature (Koh & Liang, 2017; Basu et al., 2021).

However, extending LOO to decentralized scenarios introduces non-trivial challenges due to the
distributed nature and the localized connections in decentralized learning, reflected in Equation (2)
and Algorithm 1. In centralized setups, the core idea of LOO is to link data influence to variations in
loss or parameter outcomes. In contrast, decentralized learning systems involve multiple participants
sharing model parameters through inter-participant communications. As a result, alterations in model
parameters caused by a data-level modification propagate throughout the whole network.

4In decentralized learning literature, it is common for each participant to share only local parameters with its neighboring
participants (Lian et al., 2017; Koloskova et al., 2020). We note that sharing local gradients with neighbors maintains the
decentralized learning paradigm and does not significantly compromise privacy, as a participant can reconstruct the gradients
of its neighbors using the shared parameters (Mrini et al., 2024).

5
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A natural way to measure the influence of one participant in such collaborative environments is
through evaluating its contribution to the whole community (Wang et al., 2020; Yu et al., 2020), which
aligns with the customer-centric principle (Drucker, 1985) in determining value5. In decentralized
learning, when a participant transmits its training assets (e.g., model parameters or gradients) to
neighboring participants—akin to offering a product—the recipients derive possible utility from
these training assets and may provide reciprocal feedback, such as sharing their own assets in return.
This dynamic positions the neighbors as “customers”, thereby entrusting them with the rights to
determine the value of the assets provided by the supplier. With these insights in mind, we recognize
that assessing data influence in decentralized scenarios is far more complex, as summarized below:

Key observations: In decentralized learning,
1) neighbors who serves as customers hold the rights to determine data influence;
2) data influence is not static but spreads across participants through gossips during training.

Unfortunately, existing static estimators only calculate the loss change after training and thus cannot
characterize the dynamic transmission of data influence within the whole decentralized learning
community. Based on the above discussion, we posit that a “gold-standard” influence measure in
decentralized scenarios should satisfy the following requirements:

• Quantify community-level influence: Measure the impact of training data instances on the collective
utility of the community.

• Depend on training dynamics: Measure the influence based on the training process to characterize
the propagation of influence on decentralized networks.

In the following, we introduce the ground-truth influence measures tailored to the requirements of
decentralized environments, termed as the ground-truth influence cascade (DICE-GT).

Definition 2 (One-hop Ground-truth Influence Cascade). The one-hop DICE-GT value quantifies the
influence of a data instance zt

j from participant j on a loss-evaluating instance z′ within itself and its
immediate neighbors. Formally, for a given participant j ∈ V:

I(1)DICE-GT(z
t
j , z

′) = qj

(
L(θ

t+ 1
2

j ; z′)− L(θt
j ; z

′)
)

︸ ︷︷ ︸
direct marginal contribution of zt

j to j

+
∑

k∈N (1)
out (j)

qk

(
L(θt+1

k ; z′)− L(θt+1
k\zt

j
; z′)

)
︸ ︷︷ ︸

indirect marginal contribution of zt
j to one-hop neighbors

,

where θ
t+ 1

2
j denotes the updated model parameters of j after training on zt

j at iteration t (see Algo-

rithm 1). For each one-hop out-neighbor k ∈ N (1)
out (j), θ

t+1
k denotes the averaged model parameters

after receiving updated parameters {θt+ 1
2

l |Wk,l > 0} influenced by zt
j , while θt+1

k\zt
j

represents the

model parameters of k without the influence from zt
j , i.e., θt+1

k\zt
j
=
∑

l∈Nout(k)\j W
t
k,lθ

t+ 1
2

l +W t
k,jθ

t
l .

The economic intuition behind the DICE-GT value is that it captures both the direct marginal
contribution of a data instance to itself and its subsequent impact on immediate neighbors. Specially,
the first term L(z′;θ

t+ 1
2

j )−L(z′;θt
j) captures the inter-node direct influence of training data instance

zt
j on the test loss change at node j, which corresponds to the TracInIdeal influence in (Pruthi et al.,

2020) designed for centralized scenarios. The second term
∑

k∈N (1)
out (j)

(L(z′;θt+1
k )− L(z′;θt

k\zt
j
))

measures the intra-node influence unique in decentralized learning, which aggregates the indirect
influences on all one-hop neighbors, i.e., direct neighbors, of node j.

In decentralized learning environments, data influence propagates not only to immediate neighbors
but also to multi-hop neighbors through the communication topology. To characterize this multi-hop
influence, we extend the ground-truth influence cascade measure to arbitrary r-hop neighbors.

Definition 3 (Multi-hop Ground-truth Influence Cascade). The multi-hop DICE-GT value quantifies
the cumulative influence of a data instance z on a loss-evaluating instance z′ across all nodes within

5Peter Drucker’s customer-centric value principle from Innovation and Entrepreneurship states, “Quality in a product or
service is not what the supplier puts in. It is what the customer gets out of it.”.
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r-hop neighborhoods of participant j. Formally, for a given participant j ∈ V:

I(r)DICE-GT(z
t
j , z

′) = qj

(
L(θ

t+ 1
2

j ; z′)− L(θt
j ; z

′)
)
+

r∑
s=1

∑
k∈N (s)

out (j)

qk

(
L(θt+s

k ; z′)− L(θt+s
k\zt

j
; z′)

)
,

where N (s)
out (j) denotes the set of s-hop out-neighbors of j (please refer to Appendix A.2 for details

of high-order neighbors). θt+s
k and θt+s

k\zt
j

represents the parameters of node k at iteration t+ s when

the influence from zt
j are included and excluded, respectively.

Analogous to Definition 2, the first term captures the direct influence of data zt
j on the loss at node

j. The subsequent summation aggregates the indirect influences on all multi-hop neighbors up to r
steps away from node j. The reason to measure test loss change at the t+ s step is that the impact of
zt
j propagating to k ∈ N (s)

out (j) requires s steps. This layered formulation accounts for the multi-hop

cascading effects through the network up to the specified order r. I(r)DICE-GT captures both immediate
and distinct impact within the decentralized learning community, aligning with the dynamic local
information propagation observed in decentralized environments.

4.2 DYNAMIC GRADIENT-BASED ESTIMATIONS

To meet the second aforementioned requirement of decentralized learning, we design dynamic
gradient-based estimators for DICE-GT, called the influence cascade estimations (DICE-E).

Proposition 1 (Approximation of One-hop DICE-GT). The one-hop DICE-GT value (see Defini-
tion 2) can be linearly approximated as follow:

I(1)DICE-E(z
t
j , z

′) = −ηtqj∇L(θt
j ; z

′)⊤∇L(θt
j ; z

t
j)− ηt

∑
k∈N (1)

out (j)

qkW
t
k,j∇L(θt+1

k ; z′)⊤∇L(θt
j ; z

t
j).

The proof is included in Appendix C.1.

Additivity. The one-hop DICE-E influence measure is additive over training instances. Specifically,
for a mini-batch Btj from participant j, the total influence is the sum of individual influences:

I(1)DICE-E(B
t
j , z

′) =
∑

zt
j∈Bt

j

I(1)DICE-E(z
t
j , z

′). (4)

This property arises from linear Taylor approximation and the mini-batch update rule in decentralized
SGD. Specifically, substituting the mini-batch gradient update procedure of Algorithm 1 into the
one-hop DICE-E expression and leveraging the linearity of the inner products, we observe that the
total influence is additive over the mini-batch. This additivity is crucial for practical implementations,
allowing efficient computation of DICE-E influence for large mini-batches.

We then extend the influence approximation to multi-hop neighbors in decentralized learning and
show how the influence of a data instance cascades over the decentralized network.

Proposition 2 (Approximation of Two-hop DICE-GT). The two-hop DICE-GT influence
I(2)DICE-GT(z

t
j , z

′) (see Definition 3) can be approximated as follows:

I(2)DICE-E(z
t
j , z

′) = I(1)DICE-E(z
t
j , z

′)

−
∑

k∈N (1)
out (j)

∑
l∈N (1)

out (k)

ηtqlW
t+1
l,k W t

k,j∇L(θt+2
l ; z′)⊤(I − ηt+1H(θt+1

k ; zt+1
k ))∇L(θt

j ; z
t
j), (5)

where H(θt+1
k ; zt+1

k ) denotes the Hessian matrix of L with respect to θ evaluated at θt+1
k and zt+1

k .
Full proof is included in Appendix C.2.
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Proposition 3 (Approximation of r-hop DICE-GT). The r-hop DICE-GT influence I(r)DICE-GT(z
t
j , z

′)
(see Definition 3) can be approximated as follows:

I(r)DICE-E(z
t
j , z

′) = −
r∑

ρ=0

∑
(k1,...,kρ)∈P

(ρ)
j

ηtqkρ

(
ρ∏

s=1

W t+s−1
ks,ks−1

)

∇L(θt+ρ
kρ

; z′)⊤

(
ρ∏

s=2

(
I − ηt+s−1H(θt+s−1

ks
; zt+s−1

ks
)
))
∇L(θt

j ; z
t
j). (6)

where k0 = j, P (ρ)
j denotes the set of all sequences (k1, . . . , kρ) such that ks ∈ N (1)

out (ks−1) for
s = 1, . . . , ρ (see Definition A.7) and H(θt+s

ks
; zt+s

ks
) is the Hessian matrix of L with respect to θ

evaluated at θt+s
ks

and data zt+s
ks

. For the cases when ρ = 0 and ρ = 1, the relevant product expressions
are defined as identity matrices, thereby ensuring that the r-hop DICE-E remains well-defined. Full
proof is deferred to Appendix C.3.

Multi-hop DICE-E characterizes the cascading effects of data influence through multiple “layers”
of communication. In this context, the influence of a data instance from participant j can propagate
through a sequence of intermediate nodes, reaching participants that are ρ hops away. This multi-
hop propagation mechanism allows DICE-E to account for indirect influences, providing a more
comprehensive and nuanced measurement of data influence across the entire decentralized network.

Influence Dynamics: Exponential Decay and Topological Dependency. Proposition 3 demonstrates
that the multi-hop influence of a data instance zt

j is governed by the product of communication
weights

∏ρ
s=1 W

t+s−1
ks,ks−1

and Hessian-related terms
∏ρ

s=2(I − ηt+s−1Ht+s−1
ks

). This indicates that
the multi-hop influence of data in decentralized learning depends on the curvature information of the
intermediate nodes and diminishes exponentially with each additional network hop. Moreover, the
influence dynamics are inherently tied to the communication graph topology, as reflected by weights
such as W t

k,j , representing connection strength. Nodes with higher topological importance (e.g.,
node j with large

∑n
j=1 Wj,k) have their data influences propagated more widely and with greater

impact on the global utility. This property highlights the interplay between the original data and the
network structure in sharping data influence in decentralized learning.

4.3 PRACTICAL APPLICATIONS OF DICE-E

In idealized scenarios, participants may seek to estimate the influence of their high-order neighbors
on their local utility improvement. However, multi-hop influence estimations can be computationally
intensive. Therefore, one-hop DICE-E emerges as a more suitable choice due to its computational
efficiency and inherent additivity. Based on Proposition 1, we derive the peer-level contribution,
which we refer to as the proximal influence.

Definition 4 (Proximal Influence). The proximal influence of a data instance zt
j from participant j

on participant k at iteration t is defined as follows:

Ik,jDICE-E(z
t
j , z

′) = −ηtW t
k,jqk∇L(θt

j ; z
t
j)

⊤∇L(θt+1
k ; z′). (7)

This term quantifies the influence of the data instance zt
j from participant j on the loss reduction

experienced by its immediate neighbor k. Importantly, under the information sharing protocol defined
in Algorithm 1, participant k has access to qk, W t

k,j , ∇L(θt
j ; z

t
j), and ∇L(θt+1

k ; z′). Therefore,
each participant can compute the proximal contributions of its neighbors. The proximal influence can
be utilized in the following scenarios:

Collaborator Selection. In decentralized learning, local data remains private and only local parameter
communication is permitted. The absence of a central authority complicates the problem of selecting
the most suitable neighbors with high-quality data. Fortunately, DICE offers a mechanism for
participants to efficiently estimate the contributions of their neighbors with proximal influence. By
assessing the proximal influence of their neighbors, participants can identify the potential collaborators
that have the most significant positive impact on their learning process.
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To ensure reciprocal collaboration (Gouldner, 1960; Sundararajan & Krichene, 2023), participants
can compute reciprocity factors, which evaluate the mutual balance of influence.

Definition 5 (Reciprocity Factors). The reciprocity factor is defined in two forms:

1. Proximal Reciprocity Factor: The reciprocity factor between participants j and k at iteration t is

Rt
k,j =

qkW
t
k,j∇L(θ

t+1
k ; z′)⊤∇L(θt

j ; z
t
k)

qjW t
j,k∇L(θ

t+1
j ; z′)⊤∇L(θt

k; z
t
j)
. (8)

2. Neighborhood Reciprocity Factor: To evaluate reciprocity at the community level, the neighbor-
hood reciprocity factor for participant j at iteration t is defined as:

Rt
j =

∑
k∈N (1)

out (j)
qkW

t
k,j∇L(θ

t+1
k ; z′)⊤∇L(θt

j ; z
t
j)∑

l∈N (1)
in (j)

qlW t
j,l∇L(θ

t+1
j ; z′)⊤∇L(θt

l ; z
t
j)

. (9)

The proximal reciprocity factor measures the balance of influence between two participants, with val-
ues near unity indicating equitable mutual contributions. Significant deviations suggest an imbalance,
helping participants refine their collaboration strategies. The neighborhood reciprocity factor extends
this concept to a participant’s local community, evaluating the balance between influence inflow and
outflow. This metric supports participants in adjusting their engagement and aids the community in
managing membership, such as admitting new members or excluding underperforming participants.

5 EXPERIMENTS

Computational Resources. The experiments are conducted on a computing facility equipped with
80 GB NVIDIA® A100™ GPUs.

Implementation Details. Vanilla mini-batch Adapt-Then-Communicate version of Decentralized
SGD ((Lopes & Sayed, 2008), see Algorithm 1) with commonly used topologies (Ying et al., 2021) is
employed to train three layer MLPs (Rumelhart et al., 1986), three layer CNNs (LeCun et al., 1998)
and ResNet-18 (He et al., 2016) on subsets of MNIST (LeCun et al., 1998), CIFAR-10, CIFAR-100
(Krizhevsky et al., 2009) and Tiny ImageNet (Le & Yang, 2015) datasets. The number of participants
(one GPU as a participant) is set to 16 and 32, with each participant holding 512 samples. For
sensitivity analysis, we evaluate the stability of results under hyperparameter adjustments. The local
batch size is varied as 16, 64, and 128 per participant, while the learning rate is set as 0.1 and 0.01
without decay. The code will be made publicly available.

5.1 INFLUENCE ALIGNMENT

We evaluate the alignment between one-hop DICE-GT (see Definition 2) and its first-order approxi-
mation, one-hop DICE-E (see Proposition 1). One-hop DICE-E I(1)

DICE-E(B
t
j ,z

′) is computed as the sum
of one-sample DICE-E within the mini-batch Btj thanks to the additivity (see Equation (4)). DICE-GT
IDICE-GT(1)(Bt

j ,z
′) is calculated by measuring the loss reduction after removing Btj from node j at the

t-th iteration. As shown in Figure 2, each plot contains 30 points, with each point representing
the result of a single comparison of the ground-truth and estimated influence. We can observe from
Figure 2 that DICE-E closely tracks DICE-GT under different settings. The alignment becomes even
stronger on simpler data set including CIFAR-10 and CIFAR-100, as detailed in Appendix D.2. These
results demonstrate that DICE-E provides a strong approximation of DICE-GT, achieving consistent
alignment across datasets (CIFAR-10, CIFAR-100 and Tiny ImageNet) and model architectures
(CNN and MLP). Further validation of this alignment is provided in Appendix D.2 to corroborate the
robustness of one-hop DICE-E under changing batch sizes, learning rates, and training epochs.

5.2 ANOMALY DETECTION

DICE identifies malicious neighbors, referred to as anomalies, by evaluating their proximal influence,
which estimates the reduction in test loss caused by a single neighbor. A high proximal influence

9
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Figure 2: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on a
32-node ring graph. Each node uses a 512-sample subset of Tiny ImageNet. Models are trained for 5
epochs with a batch size of 128 and a learning rate of 0.1.

score indicates that a neighbor increases the test loss, negatively impacting the learning process. In
our setup, anomalies are generated through random label flipping or by adding random Gaussian noise
to features, please kindly refer to (Zhang et al., 2024). Figure 2 illustrates that the most anomalies (in
red) are readily detectable with proximal influence values. Additional results in Appendix D.3 further
validate the reliability of this approach.

Figure 3: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 128 and a learning rate of
0.1. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by random label flipping, while the other four are normal participants.

5.3 INFLUENCE CASCADES

The topological dependency of DICE-E in our theory reveals the “power asymmetries” (Blau, 1964;
Magee & Galinsky, 2008) in decentralized learning. To support the theoretical finding, we examine
the one-hop DICE-E values of the same batch on participants with vastly different topological
importance. Figure 1 illustrates the one-hop DICE-E influence scores of an identical data batch across
participants during decentralized training of a ResNet-18 model on the CIFAR-10 dataset. Node
sizes represent the one-hop DICE-E influence scores, quantifying how a single batch impacts other
participants in the network. The dominant nodes (e.g., those with larger outgoing communication
weights in W ) exhibit significantly higher influence, as shown in Figure 1 and further detailed in
Appendix D.4. These visualizations underscore the critical role of topological properties in shaping
data influence in decentralized learning, demonstrating how the structure of the communication
matrix W determines the asymmetries in influence.

6 CONCLUSION

In this paper, we introduce DICE, the first comprehensive framework to quantify data influence in
fully decentralized learning environments. DICE characterizes how data influence cascades through
the communication network and uncover for the first time the intricate interaction between original
data, communication topology and the curvature information of optimization landscapes in shaping
influence. Future work can also leverage DICE to design effective incentive schemes (Yu et al., 2020)
and build decentralized data and parameter markets (Huang et al., 2023; Fallah et al., 2024).
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Decentralized federated learning: Fundamentals, state of the art, frameworks, trends, and chal-
lenges. IEEE Communications Surveys & Tutorials, 25(4):2983–3013, 2023.

13

https://ml-data-tutorial.org/


702
703
704
705
706
707
708
709
710
711
712
713
714
715
716
717
718
719
720
721
722
723
724
725
726
727
728
729
730
731
732
733
734
735
736
737
738
739
740
741
742
743
744
745
746
747
748
749
750
751
752
753
754
755

Under review as a conference paper at ICLR 2025

Nestor Maslej, Loredana Fattorini, Raymond Perrault, Vanessa Parli, Anka Reuel, Erik Brynjolfsson,
John Etchemendy, Katrina Ligett, Terah Lyons, James Manyika, Juan Carlos Niebles, Yoav
Shoham, Russell Wald, and Jack Clark. The AI index 2024 annual report. Technical report, AI
Index Steering Committee, Institute for Human-Centered AI, Stanford University, 2024.

Michalis Mavrovouniotis, Changhe Li, and Shengxiang Yang. A survey of swarm intelligence for
dynamic optimization: Algorithms and applications. Swarm and Evolutionary Computation, 33:
1–17, 2017.

Brendan McMahan, Eider Moore, Daniel Ramage, Seth Hampson, and Blaise Aguera y Arcas.
Communication-Efficient Learning of Deep Networks from Decentralized Data. In Proceedings of
the 20th International Conference on Artificial Intelligence and Statistics, 2017.
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A BACKGROUND

A.1 BACKGROUND OF DECENTRALIZED LEARNING

Decentralized training allows collaborative training without the control of central servers. For a more
comprehensive overview of decentralized learning, we refer readers to Martı́nez Beltrán et al. (2023);
Singha et al. (2024); Yuan et al. (2024).

We summarize some commonly used notions regarding decentralized training as follows:

Definition A.1 (Doubly Stochastic Matrix). Let G = (V, E) represent a decentralized communication
topology, where V is the set of n nodes and E is the set of edges. For any G = (V, E), the doubly
stochastic gossip matrix W = [Wj,k] ∈ Rn×n is defined on the edge set E and satisfies:

• If j ̸= k and (j, k) /∈ E , then Wj,k = 0; otherwise, Wj,k > 0.

• Wj,k ∈ [0, 1] for all j, k, and
∑

k Wk,j =
∑

j Wj,k = 1.

Intuitively, the doubly stochastic property ensures a balanced flow of information during gossip
communication, a common assumption in decentralized learning literature. However, in the scenarios
we consider, participants may occupy different roles within the network. Influential nodes might have
higher outgoing weights, i.e.,

∑n
j=1 Wj,k > 1.

To accommodate such cases while still ensuring the convergence of decentralized SGD (Yuan et al.,
2019; Xin et al., 2019), we introduce a relaxed condition:

Definition A.2 (Row Stochastic Matrix). Let G = (V, E) denote a decentralized communication
topology, where V is the set of n nodes and E is the set of edges. For any G = (V, E), the row
stochastic gossip matrix W = [Wj,k] ∈ Rn×n is defined on the edge set E and satisfies:

• If j ̸= k and (j, k) /∈ E , then Wj,k = 0; otherwise, Wj,k > 0.

• Wj,k ∈ [0, 1] for all j, k, and
∑

j Wk,j = 1.

The weighted adjacency matrix W in Algorithm 1 can vary across iterations, resulting in time-varying
collaborations among participants. Additionally, FedAVG (McMahan et al., 2017) is a special case of
Algorithm 1 where the averaging step is performed globally. This demonstrates that our framework
accommodates decentralized learning with dynamic communication topologies and is applicable
to both federated and decentralized learning paradigms, even though the primary focus is on fully
decentralized learning without central servers.

A.2 BACKGROUND OF MULTI-HOP NEIGHBORS

In graph theory, the concept of neighborhoods is fundamental for understanding the structure and
dynamics of graphs. To ensure a coherent and comprehensive flow in Section 4, we provide formal
definitions of multi-hop neighborhoods.

The adjacency matrix serves as a powerful tool for representing and analyzing the structure of a graph.
Multi-hop neighbors can be precisely defined using the adjacency matrix.

Definition A.3 (Adjacency Matrix). The adjacency matrix A of a graph G = (V, E) is an n × n
square matrix (where n = |V|) defined by:

Ajk =

{
1 if (j, k) ∈ E ,
0 otherwise.

(A.1)

The adjacency matrix enables the determination of r-hop neighbors through matrix exponentiation.
Specifically, the (j, k)-entry of Ar, denoted as (Ar)jk, corresponds to the number of distinct paths of
length r from node j to node k.
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Definition A.4 (r-hop Neighbor via Adjacency Matrix). The set of r-hop neighbors is formally
defined using the adjacency matrix A as:

N (r)(j) =

{
k ∈ V

∣∣∣∣ (Ar)jk > 0 and ∀s < r, (As)jk = 0

}
. (A.2)

This definition indicates that there exists at least one path of length r connecting nodes j and k, and
no shorter path exists between them.

Multi-hop neighbors can also be defined via the shortest path length between two nodes.

Definition A.5 (Shortest Path Length). In a connected graph G = (V, E), the shortest path length
d(j, k) between nodes j ∈ V and k ∈ V is the minimum number of edges that must be traversed to
travel from j to k.

Building upon this, the set of r-hop neighbors is defined as follows:

Definition A.6 (r-hop Neighbor via Shortest Path Length). For any node j ∈ V and a positive integer
r ≥ 1, the set of r-hop neighbors, denoted by N (r)(j), consists of all nodes that are at a distance of
exactly r from node j. Formally,

N (r)(j) = {k ∈ V | d(j, k) = r}, (A.3)

where d(j, k) represents the shortest path length between nodes j and k in the graph G.

Furthermore, an alternative perspective on r-hop neighborhoods involves characterizing them through
sequences of nodes, which provides a formal framework aligned with influence propagation in
decentralized learning.

Definition A.7 (r-hop Neighbor via Node Sequences). For any node j ∈ V and a positive integer
r ≥ 1, let P (r)

j denote the set of all sequences (k1, . . . , kr) such that for each s = 1, . . . , r, the node
ks is an out-neighbor of ks−1, with k0 = j. Formally,

P
(r)
j =

{
(k1, . . . , kr) | ks ∈ N (1)

out (ks−1) for s = 1, . . . , r
}
.

This definition ensures that each node in the r-hop neighborhood is reachable from node j through a
sequence of consecutive immediate out-neighbors within ρ ≤ r steps.

This sequence-based characterization of r-hop neighborhoods provides a granular understanding of
the pathways through which influence or information can propagate within the network, complement-
ing the previous definitions based on adjacency matrices and shortest path lengths.

B DISCUSSIONS

B.1 PRACTICAL APPLICATIONS OF DICE

Decentralized Machine Unlearning. As concerns about data privacy and the right to be forgotten
increase, the ability to remove specific data contributions from a trained model becomes important
(Guo et al., 2020; Sekhari et al., 2021). In decentralized settings, retraining the model from scratch
is often impractical for edge users with limited compute. The proximal influence measure enables
participants to estimate the impact of removing a particular data instance from its neighbor. For
example, by assessing the influence of zt

j on neighbors, participants can adjust their local models to
mitigate the effects of zt

j without requesting full retraining of the whole decentralized learning system.
This approach facilitates efficient and targeted unlearning procedures, avoiding costly system-wide
retraining while respecting individual data privacy requests.

B.2 ADDITIONAL RELATED WORK

Clustered Federated Learning. Clustered Federated Learning (CFL) addresses the challenge of data
heterogeneity by grouping clients with similar data distributions and training separate models for each
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cluster (Mansour et al., 2020; Ghosh et al., 2020; Sattler et al., 2021; Kim et al., 2024). Gradient-based
CFL methods (Sattler et al., 2021; Kim et al., 2024) use client gradient similarities to form clusters,
with Sattler et al. (2021) employing cosine similarity to recursively partition clients after convergence
and Kim et al. (2024) dynamically applying spectral clustering to organize clients based on gradient
features during training. These methods effectively capture direct, peer-to-peer gradient relationships
to cluster clients with similar data-generating distributions. Both gradient-based CFL and the one-hop
DICE estimator (see Proposition 1) utilize gradient similarity information. However, CFL is inherently
limited to local interactions, as its gradient similarity metrics are confined to pairwise relationships. In
contrast, DICE goes far beyond this scope by systematically quantifying the propagation of influence
across multiple hops in a decentralized network. DICE introduces the first comprehensive framework
to evaluate multi-hop influence cascades. Mathematically, Proposition 3 highlights how DICE
generalizes peer-level gradient similarity into a non-trivial extension for decentralized networks. This
includes incorporating key factors including network topology and curvature information, enabling
a deeper understanding of how influence flows through the whole decentralized learning systems.
A promising future direction is to explore the potential of DICE-E as a more advanced high-order
gradient similarity metric for effectively clustering participants in decentralized federated learning.
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C PROOF

C.1 PROOF OF PROPOSITION 1

Proposition 1 (Approximation of One-hop DICE-GT). The one-hop DICE-GT value (see Definition 2)
can be linearly approximated as follow:

I(1)DICE-E(z
t
j , z

′) = −ηtqj∇L(θt
j ; z

′)⊤∇L(θt
j ; z

t
j)− ηt

∑
k∈N (1)

out (j)

qkW
t
k,j∇L(θt+1

k ; z′)⊤∇L(θt
j ; z

t
j).

Proof. From Definition 2, the one-hop DICE-GT is given by:

I(1)DICE-GT(z
t
j , z

′) = qj

(
L(θ

t+ 1
2

j ; z′)− L(θt
j ; z

′)
)
+

∑
k∈N (1)

out (j)

qk

(
L(θt+1

k ; z′)− L(θt+1
k\zt

j
; z′)

)
.

We approximate each term using first-order Taylor expansion.

For the first term:

L(θ
t+ 1

2
j ; z′)− L(θt

j ; z
′) ≈ ∇L(θt

j ; z
′)⊤(θ

t+ 1
2

j − θt
j) (C.1)

= −ηt∇L(θt
j ; z

′)⊤∇L(θt
j ; z

t
j), (C.2)

where the last equality follows from the update rule θ
t+ 1

2
j = θt

j − ηt∇L(θt
j ; z

t
j).

For the second term, for each k ∈ N (1)
out (j):

L(θt+1
k ; z′)− L(θt+1

k\zt
j
; z′) ≈ ∇L(θt+1

k ; z′)⊤(θt+1
k − θt+1

k\zt
j
). (C.3)

From the update rule in Algorithm 1, we have:

θt+1
k =

∑
l∈Nin(k)

W t
k,lθ

t+ 1
2

l (C.4)

θt+1
k\zt

j
= W t

k,jθ
t
j +

∑
l∈Nin(k)\{j}

W t
k,lθ

t+ 1
2

l . (C.5)

Thus, the difference becomes:

θt+1
k − θt+1

k\zt
j
= W t

k,j(θ
t+ 1

2
j − θt

j)

= −ηtW t
k,j∇L(θt

j ; z
t
j). (C.6)

Therefore,

L(θt+1
k ; z′)− L(θt+1

k\zt
j
; z′) ≈ −ηtW t

k,j∇L(θt+1
k ; z′)⊤∇L(θt

j ; z
t
j). (C.7)

Combining the approximations, we obtain:

I(1)DICE-E(z
t
j , z

′) = −ηtqj∇L(θt
j ; z

′)⊤∇L(θt
j ; z

t
j)− ηt

∑
k∈N (1)

out (j)

qkW
t
k,j∇L(θt+1

k ; z′)⊤∇L(θt
j ; z

t
j).

(C.8)

This completes the proof.
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C.2 PROOF OF PROPOSITION 2

Proposition 2 (Approximation of Two-hop DICE-GT). The two-hop DICE-GT influence
I(2)DICE-E(z

t
j , z

′) (see Definition 3) can be approximated as follows:

I(2)DICE-E(z
t
j , z

′) = I(1)DICE-E(z
t
j , z

′)

−
∑

k∈N (1)
out (j)

∑
l∈N (1)

out (k)

ηtqlW
t+1
l,k W t

k,j∇L(θt+2
l ; z′)⊤(I − ηt+1H(θt+1

k ; zt+1
k ))∇L(θt

j ; z
t
j),

(C.9)

where H(θt+1
k ; zt+1

k ) denotes the Hessian matrix of L with respect to θt+1
k evaluated at zt+1

k .

Proof. According to Definition 2, the difference between the two-hop and one-hop DICE-GT influ-
ences can be expressed as follows:

I(2)DICE-GT(z
t
j , z

′)− I(1)DICE-GT(z
t
j , z

′) =
∑

k∈N (1)
out (j)

∑
l∈N (1)

out (k)

ql

(
L(θt+2

l ; z′)− L(θt+2
l\zt

j
; z′)

)
,

(C.10)

where θt+2
l is the parameter of participant l at iteration t+2, and θt+2

l\zt
j

denotes the parameter without

the influence of zt
j .

We approximate the loss difference with a first-order Taylor expansion:

L(θt+2
l ; z′)− L(θt+2

l\zt
j
; z′) ≈ ∇L(θt+2

l ; z′)⊤(θt+2
l − θt+2

l\zt
j
). (C.11)

According to the update rule in Algorithm 1, we have

θt+2
l =

∑
m∈Nin(l)

W t+1
l,m θ

t+ 3
2

m , (C.12)

θt+2
l\zt

j
=

∑
m∈Nin(l)

W t+1
l,m θ

t+ 3
2

m\zt
j
=

∑
m∈N (1)

out (l)\{k|k∈N (1)
out (j)}

W t+1
l,m θ

t+ 3
2

m +
∑

k∈N (1)
out (j)

W t+1
l,k θ

t+ 3
2

k\zt
j
,

(C.13)

where k includes all intermediate neighbors connecting participants j and l. The influence of zt
j only

propagate through intermediate neighbors k to l.

The difference in Equation (C.11) then becomes

θt+2
l − θt+2

l\zt
j

=
∑

m∈N (1)
in (l)

W t+1
l,m θ

t+ 3
2

m −

 ∑
m∈N (1)

out (l)\{k|k∈N (1)
out (j)}

W t+1
l,m θ

t+ 3
2

m +
∑

k∈N (1)
out (j)

W t+1
l,k θ

t+ 3
2

k\zt
j


=

∑
k∈N (1)

out (j)

W t+1
l,k (θ

t+ 3
2

k − θ
t+ 3

2

k\zt
j
). (C.14)

Next, we approximate θ
t+ 3

2

k − θ
t+ 3

2

k\zt
j
. Considering the update at participant k:

θ
t+ 3

2

k = θt+1
k − ηt+1∇L(θt+1

k ; zt+1
k ), (C.15)

θ
t+ 3

2

k\zt
j
= θt+1

k\zt
j
− ηt+1∇L(θt+1

k\zt
j
; zt+1

k ). (C.16)
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Therefore, we have

θ
t+ 3

2

k − θ
t+ 3

2

k\zt
j
= (θt+1

k − θt+1
k\zt

j
)− ηt+1

(
∇L(θt+1

k ; zt+1
k )−∇L(θt+1

k\zt
j
; zt+1

k )
)
. (C.17)

Applying the first-order Taylor expansion for the gradient difference yields

∇L(θt+1
k ; zt+1

k )−∇L(θt+1
k\zt

j
; zt+1

k ) ≈H(θt+1
k ; zt+1

k )(θt+1
k − θt+1

k\zt
j
). (C.18)

Substituting back, we have

θ
t+ 3

2

k − θ
t+ 3

2

k\zt
j
≈ (I − ηt+1H(θt+1

k ; zt+1
k ))(θt+1

k − θt+1
k\zt

j
). (C.19)

The difference θt+1
k − θt+1

k\zt
j

can be approximated as

θt+1
k − θt+1

k\zt
j
=

∑
m∈Nin(k)

W t
k,mθ

t+ 1
2

m −

 ∑
m∈Nin(k)\{j}

W t
k,mθ

t+ 1
2

m +W t
k,jθ

t
j

 (C.20)

= W t
k,j(θ

t+ 1
2

j − θt
j) (C.21)

≈ −W t
k,jη

t∇L(θt
j ; z). (C.22)

Therefore,

θ
t+ 3

2

k − θ
t+ 3

2

k\zt
j
≈ −(I − ηt+1H(θt+1

k ; zt+1
k ))W t

k,jη
t∇L(θt

j ; z
t
j). (C.23)

Combining Equation (C.11), Equation (C.14) and Equation (C.23) yields

I(2)DICE-E(z
t
j , z

′)− I(1)DICE-E(z
t
j , z

′)

= −
∑

k∈N (1)
out (j)

∑
l∈N (1)

out (k)

ηtqlW
t+1
l,k W t

k,j∇L(θt+2
l ; z′)⊤(I − ηt+1H(θt+1

k ; zt+1
k ))∇L(θt

j ; z
t
j).

(C.24)

This completes the proof.

C.3 PROOF OF PROPOSITION 3

Proposition 3 (Approximation of r-hop DICE-GT). The r-hop DICE-GT influence I(r)DICE-E(z, z
′)

(see Definition 3) can be approximated as follows:

I(r)DICE-E(z, z
′) = −

r∑
ρ=0

∑
(k1,...,kρ)∈P

(ρ)
j

ηtqkρ

(
ρ∏

s=1

W t+s−1
ks,ks−1

)

∇L(θt+ρ
kρ

; z′)⊤

(
ρ∏

s=2

(
I − ηt+s−1H(θt+s−1

ks
; zt+s−1

ks
)
))
∇L(θt

j ; z
t
j). (C.25)

where k0 = j, P (ρ)
j denotes the set of all sequences (k1, . . . , kρ) such that ks ∈ N (1)

out (ks−1) for
s = 1, . . . , ρ and H(θt+s

ks
; zt+s

ks
) is the Hessian matrix of L with respect to θ evaluated at θt+s

ks
and

data zt+s
ks

. For the cases when ρ = 0 and ρ = 1, the relevant product expressions are defined as
identity matrices, thereby ensuring that the r-hop DICE-E remains well-defined.
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Proof. From the definition of DICE-GT in Definition 3, the r-hop influence is given by:

I(r)DICE-GT(z, z
′) =

r∑
ρ=0

∑
(k1,...,kρ)∈P

(ρ)
j

qkρ

(
L(θt+ρ

kρ
; z′)− L(θt+ρ

kρ\zt
j
; z′)

)
, (C.26)

where for ρ = 0, we have k0 = j, and the term corresponds to the direct influence on participant j.

In the following, we will show that for arbitrary ρ ∈ N+,

∆I(ρ)DICE-GT(z
t
j , z

′) ≜ I(ρ)DICE-GT(z
t
j , z

′)− I(ρ−1)
DICE-GT(z

t
j , z

′)

≈ −
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j

ηtqkρ

(
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)
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(
ρ∏

s=2

(
I − ηt+s−1Ht+s−1
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))
∇L(θt

j ; z
t
j).

(C.27)

From the definition of DICE-GT for ρ hops, the incremental influence beyond ρ− 1 hops is given by:

∆I(ρ)DICE-GT(z
t
j , z

′) ≜ I(ρ)DICE-GT(z
t
j , z

′)− I(ρ−1)
DICE-GT(z

t
j , z

′)

=
∑

(k1,...,kρ)∈P
(ρ)
j

qkρ

(
L(θt+ρ

kρ
; z′)− L(θt+ρ

kρ\zt
j
; z′)

)
. (C.28)

We approximate the loss difference using first-order Taylor expansion:

L(θt+ρ
kρ

; z′)− L(θt+ρ
kρ\zt

j
; z′) ≈ ∇L(θt+ρ

kρ
; z′)⊤

(
θt+ρ
kρ
− θt+ρ

kρ\zt
j

)
. (C.29)

Our goal is to express θt+ρ
kρ
− θt+ρ

kρ\zt
j

in terms of the propagated influence from zt
j at participant j

through the path (k1, . . . , kρ).

From the update rule in Algorithm 1, we have:

θt+ρ
kρ

=
∑

m∈Nin(kρ)

W t+ρ−1
kρ,m

θ
t+ρ− 1

2
m , (C.30)

θt+ρ
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2

m\zt
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. (C.31)

Thus, the difference becomes

θt+ρ
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− θt+ρ
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θ
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2
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. (C.32)

However, only the predecessor participants kρ−1 are influenced by zt
j , so we have:

θt+ρ
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− θt+ρ

kρ\zt
j

= W t+ρ−1
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(
θ
t+ρ− 1

2
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(C.33)
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Using a first-order Taylor expansion
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we obtain
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By unrolling the recursion, we obtain:

θt+ρ
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According to Equation (C.6), θt+1
k1
− θt+1

k1\zt
j
= −ηtW t
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j ; z
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j). Then we have:
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Substituting back into the difference in DICD-GT:
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(C.38)

Summing over ρ from 0 to r in Equation (C.27), we obtain the final approximation:

I(r)DICE-E(z, z
′) = −
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ρ=0

∑
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(ρ)
j
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which completes the proof.
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D ADDITIONAL EXPERIMENTS

D.1 DETAILS OF EXPERIMENTAL SETUP

We employ the vanilla mini-batch Adapt-Then-Communicate version of Decentralized SGD ((Lopes
& Sayed, 2008), see Algorithm 1) with commonly used network topologies (Ying et al., 2021) to train
three-layer MLPs (Rumelhart et al., 1986), three-layer CNNs (LeCun et al., 1998), and ResNet-18
(He et al., 2016) on subsets of MNIST (LeCun et al., 1998), CIFAR-10, CIFAR-100 (Krizhevsky
et al., 2009), and Tiny ImageNet (Le & Yang, 2015). The number of participants (one GPU as a
participant) is set to 16 and 32, with each participant holding 512 samples. For sensitivity analysis,
we evaluate the stability of results under hyperparameter adjustments. The local batch size is varied
as 16, 64, and 128 per participant, while the learning rate is set as 0.1 and 0.01 without decay. The
code will be made publicly available.

D.2 INFLUENCE ALIGNMENT

In this experiments, we evaluate the alignment between one-hop DICE-GT (see Definition 2) and
its first-order approximation, one-hop DICE-E (see Proposition 1). One-hop DICE-E I(1)

DICE-E(B
t
j ,z

′)

is computed as the sum of one-sample DICE-E within the mini-batch Btj thanks to the additivity
(see Equation (4)). DICE-GT IDICE-GT(1)(Bt

j ,z
′) is calculated by measuring the loss reduction after

removing Btj from node j at the t-th iteration. In the following Figures, each plot contains 30
points, with each point representing the result of a single comparison of one-hop DICE-GT and
the estimated influence DICE-E. Strong alignments of DICE-GT and DICE-E are observed across
datasets (CIFAR-10, CIFAR-100 and Tiny ImageNet) and model architectures (CNN and MLP).

Figure D.1: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on
a 16-node exponential graph. Each node uses a 512-sample subset of CIFAR-10 or CIFAR-100.
Models are trained for 5 epochs with a batch size of 128 and a learning rate of 0.1.

Figure D.2: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on
a 32-node exponential graph. Each node uses a 512-sample subset of CIFAR-10 or CIFAR-100.
Models are trained for 5 epochs with a batch size of 128 and a learning rate of 0.1.

We conduct additional sensitivity analysis experiments to evaluate the robustness of DICE-E under
varying hyperparameters, including learning rate, batch size, and training epoch. These results demon-
strate that DICE-E provides a strong approximation of DICE-GT, achieving consistent alignment
across datasets (CIFAR-10 and CIFAR-100) and model architectures (CNN and MLP) under different
batch sizes, learning rates, and training epochs.
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D.2.1 SENSITIVITY ANALYSIS ON BATCH SIZE

We conduct experiments to evaluate the robustness of DICE-E under varying batch sizes.

Figure D.3: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on a
32-node ring graph. Each node uses a 512-sample subset of CIFAR-10 or CIFAR-100. Models are
trained for 5 epochs with a batch size of 16 and a learning rate of 0.1.

Figure D.4: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on a
32-node ring graph. Each node uses a 512-sample subset of CIFAR-10 or CIFAR-100. Models are
trained for 5 epochs with a batch size of 64 and a learning rate of 0.1.

Figure D.5: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on a
32-node ring graph. Each node uses a 512-sample subset of CIFAR-10 or CIFAR-100. Models are
trained for 5 epochs with a batch size of 128 and a learning rate of 0.1.

D.2.2 SENSITIVITY ANALYSIS ON LEARNING RATE AND THE NUMBER OF NODES

We also condcut experiments to evaluate the robustness of DICE-E under varying learning rates and
the number of nodes.
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Figure D.6: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on a
16-node ring graph. Each node uses a 512-sample subset of CIFAR-10 or CIFAR-100. Models are
trained for 5 epochs with a batch size of 64 and a learning rate of 0.1.

Figure D.7: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on a
16-node ring graph. Each node uses a 512-sample subset of CIFAR-10 or CIFAR-100. Models are
trained for 5 epochs with a batch size of 64 and a learning rate of 0.01.

Figure D.8: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on a
32-node ring graph. Each node uses a 512-sample subset of CIFAR-10 or CIFAR-100. Models are
trained for 5 epochs with a batch size of 64 and a learning rate of 0.1.

Figure D.9: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on a
32-node ring graph. Each node uses a 512-sample subset of CIFAR-10 or CIFAR-100. Models are
trained for 5 epochs with a batch size of 64 and a learning rate of 0.01.

D.2.3 SENSITIVITY ANALYSIS ON TRAINING EPOCHS

We conduct experiments to evaluate the robustness of DICE-E under varying training epochs.
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Figure D.10: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on
16 and 32-node exponential graphs. Each node uses a 8192-sample subset of Tiny ImageNet. Models
are trained for 10 epochs with a batch size of 128 and a learning rate of 0.1.

Figure D.11: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis) on
16 and 32-node exponential graphs. Each node uses a 8192-sample subset of Tiny ImageNet. Models
are trained for 10 epochs with a batch size of 128 and a learning rate of 0.1.

Figure D.12: Alignment between one-hop DICE-GT (vertical axis) and DICE-E (horizontal axis)
on a 16 and 32-node exponential graph. Each node uses a 8192-sample subset of Tiny ImageNet.
Models are trained for 10 epochs with a batch size of 128 and a learning rate of 0.1.

D.3 ANOMALY DETECTION

We can also use the proximal influence metric to effectively detect anomalies. Specifically, anomalies
are identified by observing significantly higher or lower proximal influence values compared to
normal data instances. In our setup, anomalies are generated through random label flipping or by
adding random Gaussian noise to features. The following Figures illustrates that the most anomalies
(in red) is detectable with proximal influence values.

D.3.1 RANDOM LABEL FLIPPING

We can conclude from these experiments that anomalies introduced through random label flipping
are readily detectable by analyzing their proximal influence.
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Figure D.13: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 16 and a learning rate of
0.1. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by random label flipping, while the other four are normal participants.

Figure D.14: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 64 and a learning rate of
0.1. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by random label flipping, while the other four are normal participants.

Figure D.15: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 128 and a learning rate of
0.1. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by random label flipping, while the other four are normal participants.

D.3.2 FEATURE PERTURBATIONS

We can conclude from Figure D.19, Figure D.20 and Figure D.21 that most anomalies introduced
through adding zero-mean Gaussian noise with high variance are readily detectable by analyzing
their proximal influence, which significantly deviates from that of normal data participants.
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Figure D.16: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 16 and a learning rate of
0.01. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by random label flipping, while the other four are normal participants.

Figure D.17: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 64 and a learning rate of
0.01. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by random label flipping, while the other four are normal participants.

Figure D.18: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 128 and a learning rate of
0.01. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by random label flipping, while the other four are normal participants.

D.4 INFLUENCE CASCADES

The topological dependency of DICE-E in our theory reveals the “power asymmetries” (Blau, 1964;
Magee & Galinsky, 2008) in decentralized learning. To support the theoretical finding, we examine
the one-hop DICE-E values of the same batch on participants with vastly different topological
importance. Figure 1 illustrates the one-hop DICE-E influence scores of an identical data batch across
participants during decentralized training of a ResNet-18 model on the CIFAR-10 dataset. Node
sizes represent the one-hop DICE-E influence scores, quantifying how a single batch impacts other
participants in the network. The dominant nodes (e.g., those with larger outgoing communication
weights in W ) exhibit significantly higher influence, as shown in Figure 1 and further detailed
in Figure D.23 and Figure D.24. These visualizations underscore the critical role of topological

30



1620
1621
1622
1623
1624
1625
1626
1627
1628
1629
1630
1631
1632
1633
1634
1635
1636
1637
1638
1639
1640
1641
1642
1643
1644
1645
1646
1647
1648
1649
1650
1651
1652
1653
1654
1655
1656
1657
1658
1659
1660
1661
1662
1663
1664
1665
1666
1667
1668
1669
1670
1671
1672
1673

Under review as a conference paper at ICLR 2025

Figure D.19: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 128 and a learning rate of
0.1. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by adding zero-mean Gaussian noise with variance equals 100 on each
feature, while the other four are normal participants.

Figure D.20: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 64 and a learning rate of
0.01. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by adding zero-mean Gaussian noise with variance equals 100 on each
feature, while the other four are normal participants.

Figure D.21: Anomaly detection on exponential graph with 32 nodes. Each node uses a 512-sample
subset of CIFAR-10. Models are trained for 5 epochs with a batch size of 16 and a learning rate of
0.1. In a 32-node exponential graph, each participant connects with 5 neighbors, where the neighbor
in red is set as an anomaly by adding zero-mean Gaussian noise with variance equals 100 on each
feature, while the other four are normal participants.

properties in shaping data influence in decentralized learning, demonstrating how the structure of the
communication matrix W determines the asymmetries in influence.

To better observe and showcase the “influence cascade” phenomenon, we design a communication
matrix with one “dominant” participant (node 0), two “subdominant” participants (nodes 7 and 10),
and several other common participants. Figure D.22 (Left) visualizes the communication topology,
where node sizes indicate out-degree, reflecting their influence, and edge thickness represents the
strength of communication links. Node 0 stands out as the dominant participant with the largest size,
while nodes 7 and 10 serve as subdominant intermediaries. Figure D.22 (Right) complements this by
showing the adjacency matrix W as a heatmap, where the color intensity highlights the magnitude
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of connection strengths, with the dominant participant exhibiting strong outgoing links across the
network. Together, these visualizations highlight the hierarchical structure and asymmetries in the
communication matrix, crucial for understanding topological influences in decentralized learning.

Figure D.22: Left: Visualization of the communication topology used in Subsection 5.3, where each
node represents a participant, and edges indicate communication links. Node sizes are proportional to
their out-degree (sum of outgoing edge weights), reflecting their communication influence within the
community. Edge thickness corresponds to the strength of connection (i.e., weight), with directional
arrows capturing the flow of information between participants. Self-loops are omitted for simplicity.
Right: Heatmap representation of the weighted adjacency matrix W used in Subsection 5.3, where
each entry Wk,j quantifies the communication strength from participant j to k. The color intensity
represents the magnitude of the weights.

Figure D.23: Visualization of influence cascades during decentralized trainingg with MLP on
MNIST (left) and CIFAR-10 (right) under a designed communication matrix (see Figure D.22).
The thickness of edges represents the strength of communication links (i.e., weights in W ), while
node sizes correspond to the relative one-hop DICE-E influence scores (see Proposition 1) computed
for the same data batch across different participants. The numerical labels on the nodes indicate the
corresponding participants, aligning with the participant indices in Figure D.22.
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Figure D.24: Visualization of influence cascades during decentralized trainingg with ResNet-18 on
CIFAR-10 (left) and CIFAR-100 (right) under a designed communication matrix (see Figure D.22).
The thickness of edges represents the strength of communication links (i.e., weights in W ), while
node sizes correspond to the relative one-hop DICE-E influence scores (see Proposition 1) computed
for the same data batch across different participants. The numerical labels on the nodes indicate the
corresponding participants, aligning with the participant indices in Figure D.22.
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